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Abstract

In this paper I propose to realize a comparative analysis of two methods using as tools for modelling, the OWL Protégé editor and the Visual Paradigm for UML tool. In the past years, the business environment has adopted ontologies as a mean to process and reuse the domain knowledge. Ontologies provide the premises of resources conceptual modelling. At the same time, companies use, more and more, the Unified Modeling Language (UML) due to the quick and accurate design of the systems where they are concurrent processes. UML and OWL have different objectives and approaches, but they are similar regarding structure representation, respectively class diagram. Finally, the UML class diagram and the OWL ontology for a document management system will be presented.
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Introduction

The business processes modelling has become a priority for organizations because it represents an important step in supporting the business by IT methods in order to increase the quality of the offered services and to reduce the order processing time, thus, minimizing costs that will lead to increase the profits. In order to model a business, it can be used a modelling language where a set of syntactic and semantic rules is defined to build a set of diagrams and related objects.

This article presents a contribution to the software and ontologies development activity. Thus, starting from a Unified Modeling Language model for the document management, I will generate an OWL ontology. Modelling techniques offer different views of an application. 

Unified Modeling Language (UML) is a unified modeling language which uses graphical notations that can treat many aspects of the software development process, from database designing to code modules interaction. UML modelling techniques model the systems entities in classes with attributes and behaviour and the diagrams are means to represent and view the modelling elements (Udrică, Martinov and Lupoaie, 2009).

Ontologies represent the description of knowledge from an interest field. The main purpose of ontologies is to represent the objects semantics from a given domain. This objective is achieved
by assigning the objects to classes and by describing those, using properties. According to the model of the used ontology, such descriptions are managed by different restrictions.

OWL facilitates the information content interpretation by software and was designed to process web information content. In OWL, an object may belong to any number of classes and can be described by any subset of properties. Therefore, each domain object belonging to a certain class has its own structure.

In contrast to this, a database schema aims to describe similar objects by an identical logical structure, in order to optimize the queries using indexing techniques. In the absence of any special assumption about the representation of objects, the only possible common structure consists in associating each object with: (1) any subset of the set of classes and (2) any subset of the set of properties.

The disadvantages of such structures are obvious:

- requires significant storage cost (by using a systematic representation of all the properties for each instance);
- involves a significant response time because of the need to perform a large number of association operations (if for each instance are represented only their significant properties and classes) (Bellatreche et al 2006; Jean et al, 2007).

Therefore, in the context of those presented, according to the ontology used different restrictions are established (IBM and Sandpiper Software, 2006).

**OWL Ontology versus UML Modelling**

Lately, the methodologies used for building a knowledge base have developed greatly, however, regardless of the chosen methodology, the ontology development is very important in the development of a coherent, complete and non-redundant knowledge base.

An ontology consists of a base terms vocabulary and a precise specification of what they mean. However, an ontology, is more than just a vocabulary. It is the starting point for knowledge structures development - not only the classifications of concepts, but, also, complex relationships (Trăuşan – Matu, 2004).

Thus, a common vocabulary for researchers who want to share information from a domain is created by defining an ontology. The vocabulary includes the definitions of some fundamental concepts in the domain and the relationships between them.

Currently, many disciplines develop standardized ontologies that experts can use to share and annotate the information in their fields of activity. For example, medicine has created standardized structured and bulky vocabularies, such as SNOMED, as well as the semantic network for unified medical language system (Unified Medical Language System - UMLS) (Noy, Mc Guiness).

**OWL** is a product of the Word Wide Web Consortium (W3C) and makes possible the description of concepts, but it has a richer set of operators and is based on a different logical concept that provides the ability to define concepts and described them at the same time. The logical model uses a reasoner that checks if all the definitions and declarations are mutually consistent and can recognize what concepts fit and under what definitions.

**OWL** is part of the semantic Web and can represent a future where Web information has a precise meaning, can be processed by the computer and the computers can integrate information across the web.
The semantic Web goal consists in ensuring the communication between computers on the Internet. One of the most important development directions in the semantic web is represented by improving the HTML documents content metadescritors (Davies, Studer and Warren 2006; Eriksson 2007; Zhou, Ding, Finin 2010). Languages RDF and OWL allow web site designers to define ontologies that add semantic content to HTML pages. Semantic search engines (swoogle) can use this metadata to provide search services based on ontologies.

UML language notoriety has led to the emergence of dedicated program products belonging to the Computer Assisted / Aided Systems / Software Engineering (CASE) type (Popa 2004). The CASE UML products are used for developing of some complex management systems. Subsystems, analysis, design and implementation models, UML specific diagrams etc. are developed using a computer (Cucui 2006). These products offer benefits to all those involved in the project: analysts programmers who can identify the system requirements with a use case diagram, designers who can produce models through which illustrates the interactions between objects and developers who can, easily, convert the model into a functional application.

Both UML modelling and OWL modelling present the strengths and the weaknesses, as well as similarities and differences. The resemblance between OWL and UML consists in the fact that both use the concept of class.

A class in the OWL is interpreted as a set that contains individuals. The individual is defined independently of the class. Classes are organized in a hierarchy of supersclasses - subclasses that is known as taxonomy. In order to match a class, an individual must meet several conditions and classes are constructed from descriptions that specify these conditions.

A class in UML presents the system structure, in general terms, and involves specifying the attributes that defines the structure, the operations that define the behaviour and the relationships with other classes.

Both UML and OWL support a model structure, called the package in UML and ontology in OWL.

A key difference is that there is a class named Thing in OWL that represents the set of all individuals and all the classes are subclasses of OWL: Thing.

Both allow multiple inheritances and, also, allow that a subclass of a class should be declared disjoined.

OWL properties are always binary and their ends are called domain and range. In OWL a property when it is applied to a class can be constrained by cardinality restrictions on the domain which gives the minimum (minCardinality) and a maximum (maxCardinality) number of instances that can participate in a relationship. In addition, an OWL property can be globally declared as functional (functionalProperty) or inverse functional (inverseFunctional).

In UML an association can have minimum and maximum cardinalities (multiplicity) specified for any of its ends. OWL allows individual-valued properties (ObjectProperty) to be declared in pairs, one the inverse of the other (IBM and Sandpiper Software 2006).

In Table 1 are described concepts of UML and OWL.

In Table 2 are shown the UML concepts that have no equivalent in OWL and OWL features that have no correspondent in UML.
Table 1. Similar concepts

<table>
<thead>
<tr>
<th>UML Elements</th>
<th>OWL Elements</th>
<th>Comment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Class</td>
<td>Class</td>
<td></td>
</tr>
<tr>
<td>Instance</td>
<td>Individual</td>
<td>Unrelated individuals in OWL class</td>
</tr>
<tr>
<td>Attribute, Binary association</td>
<td>Property</td>
<td>Property OWL can be globally</td>
</tr>
<tr>
<td>Subclass</td>
<td>Subclass</td>
<td></td>
</tr>
<tr>
<td>Enumeration</td>
<td>OneOff</td>
<td></td>
</tr>
<tr>
<td>Multiplicity</td>
<td>minCardinality</td>
<td>In OWL cardinality is declared only for the range</td>
</tr>
<tr>
<td></td>
<td>maxCardinality</td>
<td></td>
</tr>
<tr>
<td>Package</td>
<td>Ontology</td>
<td></td>
</tr>
</tbody>
</table>

Source: IBM and Sandpiper Software 2006

Table 2. Differences UML and OWL

<table>
<thead>
<tr>
<th>UML Elements</th>
<th>OWL Elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>navigable, non-navigable</td>
<td>-</td>
</tr>
<tr>
<td>derived</td>
<td>-</td>
</tr>
<tr>
<td>abstract classifier</td>
<td>-</td>
</tr>
<tr>
<td>Classes as instances</td>
<td>Thing, global properties, autonomous individual</td>
</tr>
<tr>
<td></td>
<td>allValuesFrom, someValuesFrom</td>
</tr>
<tr>
<td></td>
<td>SymmetricProperty, TransitiveProperty</td>
</tr>
<tr>
<td></td>
<td>Classes as instances</td>
</tr>
<tr>
<td></td>
<td>disjointWith, complementOf</td>
</tr>
</tbody>
</table>

Source: IBM and Sandpiper Software 2006

**Transforming a UML Model in OWL Ontology**

Starting from a UML model for document management I will generate an OWL ontology. The transformation is based on transformation rules that allow connecting the UML and OWL concepts.

A UML class diagram for document management in an organization is presented in Figure 1. This diagram is designed in Visual Paradigm for UML and represents a simplified form of some previous versions. (Pătraşcu and Tănăsescu 2010; Pătraşcu 2014). As it is shown in the Figure 1, this diagram classes are: existing documents (Document), document pages (Pages), folders in which documents are included (Folder), registers which included folders (Register), the type of documents (Document Type), the departments who have issued documents (Departments), users (User) and documents archive (Document archive).

A diagram of classes can contain both the relationships between classes and relationships between instances of classes. Relationships between classes are represented by generalization, dependency and realization. Relations between a class instances are represented by the association relationships and aggregation/composition relationships.

I have defined the following relationships types for the document management application:

- 3 composition relationships between classes **Folder** and **Register**, **User** and **Departments**, **Pages** and **Document** (for example, an object of the folder class is part of an instance of the class register and cannot be part of another instance);
Comparative Analysis between OWL Modelling and UML Modelling

- 2 one to many unidirectional associations between classes Document and User, as well as Document and Document Type
- 1 one to one bidirectional association between classes Document and DocumentArhive;
- 1 many to many bidirectional association between classes Folder and Document.

![Class diagram of the classes.](image)

Source: adaptation after (Pătrașcu and Tănășescu 2010; Pătrașcu 2014).

Building an ontology is a process that represents the exact description of things and their relations. For web, the ontology represents the exact description of web information and relationship about web information. OWL was designed to provide a way to process the information content on the web.

A tool to create ontologies is represented by Protégé Editor. One advantage of this editor is that the plugins can be added which allow it to be expanded in order to satisfy any necessity. The most important plugin is the one that allows access to the mechanisms of the OWL language.

UML and OWL are designed with differences but both support a modular structure called package in UML and ontology in OWL. Transforming a package into an ontology is a simple process, the package being mapped directly in ontology.

An OWL ontology is constructed from individuals, properties and classes that have slots and classes as correspondent in Protégé Frame.

Starting from UML class diagram (Figure 1), I have mapped in Protégé an ontology that includes 9 classes: Departments, Users, DocumentArhive, Folder, Document_Folder, Document, Register, Pages, DocumentType.

The relations established between the 9 classes of the ontology are shown in Figure 2.
The existing relationships between ontology classes.

Source: made by the author.

In Figure 3 is represented the class hierarchy created in Protégé OWL.

The Document class (fig. 4) contains the following properties:

- **documentid**, an integer type property;
- **documentName**, **folderName** and **comments**, string type properties;
- **entryDate** and **updateDate**, data type properties;
- **hasDosar** and **hasUser**, object properties.
OWL classes are interpreted as sets containing individuals (sets of objects). Owl: Thing class is the class that represents the set of all individuals because all classes are subclasses of owl: Thing.

As it is shown in Figure 4, there are two types of properties: object properties and data type properties.

OWL is produced by Word Wide Web and makes possible the description of concepts, but also has a richer set of operators and is based on a different logical concept that allows the concepts to be defined and described in the same time. OWL is part of the semantic Web and can represent a future where Web information have an exact sense, can be processed by the computer and the computers can integrate information across the web.

**Conclusions**

In this article the author offers two solutions for the modelling of the document management in an organization.

The *first method* is used in order to:

- provide different perspectives that guide planners in using object concepts;
- offer a graphical notation, behind which lies a proper semantics and support building and documenting the components of the document management software system;
- allow specifying the systems by precise, non-ambiguous and complete methods at all levels of detail: analysis, design and implementation.

The *second method* presents the following advantages:

- ensures the unitary using of domain concepts reuniting the view points of domain experts;
can train the employees of an organization, unfamiliar with the type of documents that are issued and processed in it;

- can be easily integrated in other document management system to support the decision of top-managers from an organization;

- achieves an analysis of the document management domain knowledge;

- allows sharing the knowledge between the employees of an organization.
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